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Abstract—Due to insecure design and configuration, the
Internet-of-Things (IoT) devices are vulnerable to various secu-
rity issues. In most attacks against IoT, e.g., Mirai, attackers
control devices to perform malicious behaviors that are not
expected by owners and administrators. Therefore, how to
effectively detect malicious behaviors is crucial to protect the
security of IoT devices. Different from powerful PCs and servers,
resource-constrained IoT devices are generally used to execute
the specific function and their behaviors are limited. Based on
this observation, we propose IoT-Praetor, an undesired behavior
security detection system for IoT devices. In IoT-Praetor, a new
device usage description (DUD) model is proposed to construct an
IoT device behavior specification, including communication and
interaction behaviors. Furthermore, automatic behavior extrac-
tion approaches are presented. We also design a behavior rule
engine to detect device behaviors in real time. To evaluate the
effectiveness of IoT-Praetor, we implemented our methods on
Samsung SmartThings and performed a security test. The evalu-
ation results show that the successful detection rate of malicious
interaction behavior is 94.5% on average, and the detection rate
of malicious communication behavior is above 98%, and system
running time delay is only in millisecond level.

Index Terms—Deep learning, device identification, Internet of
Things (IoT), security.

I. INTRODUCTION

THE Internet-of-Things (IoT) technology has received
considerable attention in various applications, including

smart healthcare, smart city, smart building, and smart home.
Among these applications, smart home [1] is one of the
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most popular ones. Essentially, smart home integrates var-
ious home IoT devices, and those home IoT devices can
communicate and share data with each other, enabling home-
owners to freely control them for a better convenience life.
Recently, some integrated platforms have emerged, includ-
ing Samsung SmartThings [2], Apple HomeKit [3], AWS
IoT [4], OpenHAB [5] (open source), and HomeAssistant
(open source) [6]. In addition to these control platforms, there
are also some third-party platforms such as IFTTT [7], which
can be linked to existing professional devices and communi-
cate with mainstream platforms to provide more customized
services.

Nevertheless, with the proliferation of IoT devices, security
issues [8], [9]–[14], such as DDoS attacks and privacy leaks
have become increasingly serious. A simple IoT system may
contain a large number of resource-constrained and low-power
IoT devices so that those traditional defense methods such
as anti-virus software, firewalls, etc., are difficult to install
directly in the devices to resist security threats. In addition,
a large number of legacy IoT devices have more or less
design and configure defects, such as hardcoded or weak pass-
words, and those flaws may not be fixed through firmware
update because manufacturers may stop the maintenance of
the devices. Hence, there are still lots of vulnerable devices
running on the market, which further makes the security of IoT
devices a major challenge. In most attacks against IoT devices,
e.g., Mirai [15], attackers control devices to perform malicious
behaviors that are not expected by owners and administra-
tors. Therefore, how to effectively detect malicious behaviors
becomes crucial to protect the security of IoT devices.

Existing research work on IoT security, such as
Homonit [16] and SmartAuth [17] that apply code analysis
and natural language processing (NLP) to infer whether
SmartApps follow the original design goal and execute
some unauthorized behaviors. FlowFence [18] ensures that
authorized users can access data legally by using information
flow tracking technology. However, these solutions mainly
focus on IoT applications security. Currently, CISCO has
proposed manufacturer usage description (MUD) [19] as a
standard specification to formulate behaviors of IoT devices.
However, it only includes some network access rules specified
by device manufacturers, resulting in that MUD can only
define very limited device communication behaviors.

In this article, we present IoT-Praetor, a new behavior-
based security detection system for IoT devices. In IoT-Praetor,
aiming at formally specifying the expected behaviors of
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an IoT device, we propose a new device usage descrip-
tion (DUD) model to construct the behavior specification of
IoT devices, including the desired communication behaviors
and interaction behaviors. In addition, we present automatic
approaches based on crawling and NLP to extract device
interaction behavior rules and expected communication behav-
ior rules. Furthermore, we design a behavior rule engine to
monitor and detect device behaviors in real time.

We implement IoT-Praetor based on Samsung SmartThings,
one of the most popular smart home platforms. To evalu-
ate the effectiveness of IoT-Praetor, we leveraged malicious
SmartApps and IFTTT Applets, Mirai Botnet attack for secu-
rity testing. The results indicate that the successful detection
rate of malicious interaction behavior is 94.5% on average
and the detection rate of malicious communication behavior
is above 98%, and system running time delay is in millisecond
level. As a result, our system can effectively detect and defend
against malicious behaviors of IoT devices while introducing
acceptable performance overhead.

Specifically, our main contributions can be summarized as
follows.

1) We propose a new DUD model to construct the IoT
device behavior specification. Our model can specify the
fine-grained interaction behaviors and communication
behaviors of the whole system over the entire lifecycle
for IoT devices.

2) We propose the approaches to automatically extract
device usage rules (DURs), which can extract device
interaction rules from SmartApps and IFTTT applets and
extract communication behavior rules including hidden
characteristics by analyzing the communication traffic
of incoming and outgoing devices.

3) We design and implement IoT-Praetor, a behavior secu-
rity detection system for IoT devices based on DUD,
and evaluate its effectiveness.

The remainder of this article is organized as follows.
Section II introduces the background and Section III discusses
the threat model. Section IV describes our system overview
and Section V describes the basic structure of DUD. The
automatic extraction of device behavior rules is described in
Section VI. We present the design of malicious behavior detec-
tion in Section VII. The implementation and evaluation of our
system are described in Section VIII. We discuss limitations
and future work in Section IX. Finally, we present related work
in Section X and conclude this article in Section XI.

II. BACKGROUND

A. Samsung SmartThings

As one of the most popular smart-home platforms [20],
SmartThings can integrate different devices from different
manufacturers through networks and cloud frameworks. In
addition, SmartThings can enable users to create personalized
rules based on their needs by the trigger–action programming
paradigm to implement complex operations across devices.
A SmartThings platform includes three major components:
1) SmartApps; 2) SmartThings cloud backend; and 3) a Smart
Hub.

SmartApps are the small Groovy programs running in the
Groovy sandbox environment provided by the SmartThings
cloud backend, which allows users to connect their devices
making their home more intelligent, such as “turn on the light
when the motion sensor is active”. SmartApps allow external
system API access to communicate with external Web services
such as sending an email, which is protected by OAuth2
authentication.

SmartThings cloud backend provides the Groovy sand-
box environment for SmartApps and Device Handler. Device
Handler is the virtual representation of a physical device,
which is responsible for communicating between the physical
devices and the SmartThings platform. Developers can create
Device Handler to integrate new devices into the SmartThings
system. The SmartApps subscribe to the events from Device
Handler and send the corresponding commands to the Device
Handler to control the device. The communication between the
SmartApps and Device Handler is based on capabilities that
are the core of the SmartThings architecture. Capabilities are
decomposed into a set of commands and attributes that devices
can support. Smart Hub is a hardware physical device.

The hub is responsible to send commands from the
SmartThings Apps to the connected devices and send the states
of devices to the user’s phone.

B. IFTTT Platform

Triggering operating platforms, such as IFTTT, Zapier [21],
and Apiant [22] allows users to connect services together and
implement “trigger–action” operations. The users of the IoT
platform can authorize their apps to automatically access the
services of trigger operating platforms. For example, using the
OAuth protocol, SmartThings users can authorize IFTTT to
communicate with their services. IFTTT (If-this-then-that) [7]
enables users to create automation rules (or recipes) across
multiple platforms according to the “trigger–action” paradigm.
It combines trigger and action to define various automation
tasks, providing a simplified way that users can easily follow.

In addition, IFTTT provides a powerful and simple Web UI
for mobile Applets development. By operating on the interface,
users can splice different IoT devices and services, create
new functions, and customize device behavior rules to achieve
intelligent devices easily. At the same time, IFTTT has storage
capabilities of rules, allowing users to reuse automated rules
provided by third-party developers or others.

In this article, we design and implement the IoT-Praetor
architecture and system based on Samsung SmartThings
and IFTTT platform. In IoT-Praetor, devices are managed
by Samsung SmartThings and can communicate with other
IFTTT platforms to use their services for intelligent functions.

C. MUD

MUD [19] is an IETF specification for defining behaviors
of IoT devices. In August 2016, the relevant draft of MUD
was submitted by Cisco. Recently, MUD has been officially
approved as an Internet Standard by IETF. MUD allows IoT
device manufacturers to define behaviors of IoT devices such
as communication patterns. The specification [23] can be used
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to find network threats for IoT devices because IoT devices
are expected to be special purpose and have a small number of
predictable traffic flows, which can be captured via relatively
simple policies.

MUD is provided in the form of a JSON file, which contains
an abstract device policy describing the normal communication
access rules of IoT devices. An MUD controller is used to
request and receive information from the MUD file server.
After an MUD file is received, the abstract information in
the MUD file is converted to the specific network element’s
configuration while maintaining and updating any necessary
mappings.

However, MUD only contains the network access rules spec-
ified by the manufacturer at the initial stage of device joining
the network, failed to consider adequately device interaction
rules according to the user’s requirements. This results in the
consequence that MUD can only define limited device com-
munication behaviors and miss other threats to IoT devices.
Additionally, the goal of MUD is specifying the device behav-
iors by manufacturers, hence it does not fully consider the
behaviors during devices running in a real environment. To
specify the fine-grained behaviors of the whole system over the
entire lifecycle for IoT devices, we propose a new IoT DUD
model, which consists of device interaction behaviors and
device communication behaviors. In our work, the DUD rules
can be automatically extracted from the device information,
SmartApps description, IFTTT Applets rules description, and
device communication packets. Then, a white list of device
behaviors is generated.

III. THREAT MODEL

We consider adversaries can compromise IoT devices
through malicious network communication, such as Mirai and
Hajime [24], which are the most notorious DDoS attacks to
IoT devices. Moreover, we assume SmartApps and IFTTT
Applets may be malicious or compromised so that adversaries
can exploit security design flaws in SmartThings’ capability
model and event subsystem of smart applications, causing that
SmartApps deviate from the original design goal. For example,
Fernandes et al. [25] summarized SmartApps misbehaviors
including: 1) over-privileged access, which is performed to
gain control of devices in a manner not specified by its
intended function and 2) event spoofing, which can be used
to perform fake events, causing SmartApps to activate some
actions mistakenly [16].

However, we assume that devices will not be attacked at
the initial stage of connecting to network because attackers
need to spend some time, resources, and energy to find out
vulnerabilities of devices, and how to exploit them before
carrying out attacks. Therefore, our IoT-Praetor system can
extract behaviors from clean data as a baseline.

Besides, we do not consider physical channel attacks, such
as the security of Bluetooth, ZigBee, and the side-channel
attacks to IoT devices [4], [26]–[28].

IV. DESIGN OVERVIEW OF IOT-PRAETOR

IoT devices are expected to be special purpose and have
a small number of predictable traffic flows, which can be

Fig. 1. System architecture of IoT-Praetor.

captured via relatively simple policies. Based on this obser-
vation, we propose IoT-Praetor, a system for automatically
extracting the behavior baseline of IoT devices and detect-
ing malicious behaviors. In IoT-Praetor, a new DUD model is
proposed. DUD can formulate the device behaviors from two
aspects: 1) device interaction behaviors and 2) network com-
munication behaviors. Furthermore, we design and implement
a behavioral security detection system of IoT devices by using
DUD and automatic behavior extraction and monitoring.

IoT-Praetor, the behavioral security detection system of IoT
devices, is designed and implemented based on the Samsung
SmartThings platform. The architecture of the system is shown
in Fig. 1, which includes an automatic rule extraction module,
a DUD generation module, and a behavior detection engine.
The automatic rule extraction module consists of an interaction
rule extraction module by analyzing SmartApps and IFTTT
Applets, and a communication rule extraction module by ana-
lyzing communication packets of devices. After extracting
rules by the automatic rule extraction module, the DUD gen-
eration module generates DURs from the extracted behavior
rules based on DUD. Then, the behavior detection engine cap-
tures the real-time behaviors of devices and uses DUR as a
baseline to detect the security of devices. In IoT-Praetor, the
real-time behaviors of devices are obtained from the Smart
Hub or using the SmartThings API to call device interfaces.

A. Automatic Rule Extraction Module

The automatic rule extraction module is used to auto-
matically extract behavioral rules of devices. The module
is divided into two submodules: 1) interactive rule extrac-
tion module and 2) communication rule extraction module.
The interactive rule extraction module first uses crawling
to obtain basic information of the current device from UI
provided by SmartThings and IFTTT platform. Then, NLP
tools are used to extract device interaction behavior rules
from device information, SmartApps description, and IFTTT
Applets rules description. The communication behavior rule
extraction module obtains basic and hidden characteristics of
device communication by analyzing network communication
packets to extract device communication behavior rules.

B. DUD Generation Module

This module is used to generate expected DURs as a white
list of device behavior. It can obtain the device behavioral
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Fig. 2. Node structure of DUD.

rules from the automatic rule extraction module consisting of
the interaction rule extraction module and communication rule
extraction. Then, the DUD generation module translates the
extracted information to the formulated DURs. The rules are
specified by a YANG tree.

C. Behavior Detection Engine

By capturing device communication traffic on a router and
using SmartThings API, we analyze the communication pack-
ets to obtain real-time behaviors of devices. Based on the
Drools [29] rule engine, the behavior detection engine com-
pares the real-time device behaviors with DURs to detect
suspicious behaviors and performs automatic action, such as
alarming or logging.

V. DEVICE USAGE DESCRIPTION

MUD is a draft standard for defining behaviors of IoT
devices. However, it only includes some simple network access
rules specified by device manufacturers, resulting in that MUD
can only define very limited device communication behaviors.
To solve the limitations of MUD, we propose a DUD model
and define the whole system behavior rules of IoT devices. In
IoT-Praetor, any undefined behaviors in the DUD file are not
allowed. Just like the MUD file, DUD is based on YANG, and
Fig. 2 shows the important node structure.

DUD includes the following elements.

A. ID

Each IoT device has a DUR file generated according to
DUD to specify its behavior rules. The device ID is a unique
identifier of each device in IoT-Praetor and indicates the
correspondence between a device and a DUR file.

B. Name

The name field is usually a complex string generated by
a combination of numbers and letters, indicating the device
name corresponding to the DUR file.

C. Rules

Rules represent device behaviors, including Fr-device, to-
device, two-way device, and interaction device. Fr-device and
to-device represent incoming and outgoing device communica-
tion behavior rules, which are network access rules and specify

Fig. 3. YANG tree structure of DUD.

the basic characteristics of the communication packets, such
as communication direction, IP, protocol, port, etc. A two-
way device includes hidden characteristics of communication
packets, which are depicted in Section VI-B for details. An
interaction device is used to represent the interaction behav-
ior rules, which mainly include the “trigger and action” rules
extracted from smart applications.

The YANG tree is a simple graphical representation of
the data model that can be automatically generated by the
Pyang tool. Through the tree structure, node information in
the YANG file is displayed more simply and clearly. Fig. 3
shows the simple DUD YANG tree structure.

Based on DUD, we use device ID as a key value to generate
a YANG-based JSON file for each device as the DUR. Each
rule file does not affect each other and works independently,
which improves the performance and security of the system
to a certain extent.

VI. AUTOMATIC EXTRACTION OF DEVICE

BEHAVIOR RULES

A. Automatic Extraction of Interaction Rule

In an IoT system, smart applications can specify the
interactive behaviors of IoT devices by setting trigger–action
rules to realize IoT automation. For example, SmartThings
provides SmartApps to control IoT hardware devices. In
addition, the IFTTT platform can be authorized to access
API and set the corresponding IFTTT rules to control
SmartThings devices. Based on the observations, we extract
device interaction behavior rules from the following three
aspects.

1) Device Information: In the SmartThings platform,
SmartThings API is provided, which allows authorized
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TABLE I
DEVICE INTERACTIVE RULES

Fig. 4. JSON information of Smart Light.

users to quickly and easily obtain information about IoT
devices.

2) SmartApps: SmartApps include a description field that
uses natural language to interpret the functionality of
current SmartApp.

3) IFTTT Rules: IFTTT rules can define the interaction
rules to control the device through third-party platforms.

As shown in Table I, the extracted device interaction rules
include several key elements: trigger, action, device, and
capability.

1) Extracting Rules From SmartApps: The description field
of SmartApp includes the function definition of IoT devices.
However, the information is relatively brief. Hence, it is
difficult to extract the rules directly and the accuracy is
low. Therefore, we combine the information provided by
SmartThings API and UI, and then extract SmartApp rules
to improve the accuracy of rule extraction. The SmartApp
extraction process is divided into the following two steps.

SmartThings provides users with a UI as SmartThings IDE
(https://graph.api.smartthings.com/), which can configure and
view current system information, such as location, hub, device,
Device Handler, and installed SmartApp. Taking Smart Light
as an example, we crawled the main information from UI and
converted it to a JSON format information as shown in Fig. 4.

The description contained in the settings field indicates
device information. For example, the type field describes the
capability used by SmartApp and the value field specifies

Fig. 5. SRL Tree (turn light on when motion is detected).

the device ID and name. As shown in Fig. 4, the capability
of the trigger device involved in Smart Light is capabil-
ity.motionSensor of Motion Sensor, and the capability of
action device is capability.switch of Hue color lamp 1. The
event subscription field indicates trigger information, including
trigger condition, handler, and device. Similarly, the trig-
ger device in Smart Light is Motion Sensor and the trigger
condition is motion.active.

Through the above step, we successfully obtain a trigger
and action device and its capability. Then, we can get all the
possible commands from the Samsung capability document,
such as Switch has on () and off (), as the command candidate
set of the action device. This successfully narrowed the scope
of the device, and then we used the NLP technology to analyze
the SmartApp text description.

First, we use semantic role labeling (SRL) to analyze the
SmartApp description. SRL is a shallow semantic analysis
technique that assigns labels for words or phrases in sentences
to express their relationship with predicates. An SRL classifies
them into specific roles, such as core semantics and ancillary
semantic roles.

After each sentence is analyzed, it generates a file in
JSON format, which is represented as an SRL tree structure.
For example, given the sentence, turn on light when motion
detected, SRL analyzes and yields an SRL tree structure as
shown in Fig. 5.

Two ARG_1 light and motion in the SRL tree represent
the objects of capability. The two VERBs usually represent
attributes or commands. We use AllenNLP [30] to achieve
deep SRL processing. Then, by using the Word2Vec [31]
model to analyze the similarity of words to determine the
relationship between sentence words and related devices,
we obtain which ARG_1 is the object of the capability of
action device and which VERB is the command of capability.
Similarly, Word2Vec is used to analyze the correlation between
VERB and command candidate set of action devices so as
to analyze the commands used by SmartApps. Because the
words in SmartThings usually have special meaning, we use
Samsung SmartThings capability documentation as a corpus
for training.

2) IFTTT Rules Extraction: IFTTT can access SmartThings
services and define Applets based on the “If this, then that”
form. As shown in Fig. 6, on the IFTTT Web interface, we
can view and configure Applets set in the current system,
including version ID, description, devices, and capability of
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Fig. 6. Configuration interface of an IFTTT Applet.

the Applets. Therefore, we can crawl the Applet’s information
from IFTTT UI.

The IFTTT platform provides 16 triggers and 6 actions
of SmartThings. By comparing with the Samsung capability
document, we associate the SmartThings service provided by
each IFTTT with the capability of the device. In this way, the
capability of the device can be obtained directly through the
services provided by the IFTTT platform.

The Applet description information generally follows “If
this, then that” paradigm, such as “If any new motion detected
by Motion Sensor, then Switch on Hue color lamp 1.” If
a statement must contain a trigger, then the statement must
contain action and a clear device name and capability. In
the previous step, we get a device list, trigger, and action in
Applets. Then, we analyze the If and Then statements sepa-
rately and obtain the device name and a specific trigger and
action phrase in the sentence. Therefore, comparing the ele-
ments of the sentence with the device list, we can obtain the
device name, trigger, and action. The file in the JSON format
generated by analyzing Applets is shown in Fig. 7.

Through the above step, we obtain commands or attributes
corresponding to SmartThings services and devices provided
by IFTTT applets so that the device interactive behavior rules
of DUD are generated.

Fig. 7. JSON information of the IFTTT Applet.

B. Automatic Extraction of Communication Rules

Except for the interactive actions from SmartApps and
IFTTT applets which can control IoT devices and result in the
undesired behaviors, network communication also may cause
IoT devices to execute malicious behaviors.

Since IoT devices are generally designed with special pur-
pose and have a small number of predictable traffic flows,
their network communication behaviors are relatively sim-
ple and stable. By analyzing the real communication of
IoT devices, we observe that they have the following main
features: 1) destination IP address in the communication
process is within a certain range; 2) the communication pro-
tocol and service type are relatively fixed; 3) the transmitted
data content is relatively stable; and 4) the transmission
frequency of communication packets has a certain regular-
ity. Therefore, we capture communication packets of IoT
devices in the router and analyze the communication behavior
of packet header, such as IP, port, protocol, communication
frequency, etc.

1) Data Set: The device communication traffic analyzed in
this section comes from two parts.

1) A small IoT system built by ourselves, including three
Samsung devices (Smart Hub, Motion Sensor, and
Outlet), three cameras (Arlo Camera, Yi Camera, and
Woshida Camera), and a Philips Hue Light. These
devices are connected to the network through a router
that has installed an OpenWrt system and contained
tcpdump for capturing device traffic.

2) Due to the limited IoT devices, we have extended our
research work using a public data set provided by
Sivanathan et al. [32]. They build a smart environment
with more than 28 different IoT devices including sen-
sors, switches, lights, medical devices, cameras, and
hubs. Beginning on September 23, 2016, the network
traffic of devices were collected daily and published on
the Internet. The size of the daily logs varies between
61 and 2 GB, with an average of 365 MB.

2) Basic Features: We first analyze the following basic
features of IoT device traffic for extracting communication
behavior rules.

1) Communication Direction (From/To Device): Normally,
the information exchange of the IoT device is bal-
anced when the device communicates with the cloud
server. In the case of attack, such as DDoS, the device
only sends packets without receiving reply packets.
Hence, we should analyze communication behaviors
from different directions, such as from device and to
device.
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TABLE II
IP AND PORT INFORMATION OF DEVICES

2) Destination IP Address: An important feature of the
IoT device communication traffic is that the destina-
tion IP address set is usually fixed. Different from
PC, which can communicate with a variety of network
servers using different protocols, IoT devices only need
to communicate with some specific servers. Therefore,
the destination IP addresses rarely change.

3) Port: IoT devices only need to communicate with spe-
cific servers designed by the manufacturer to interact
with specific ports. Moreover, in order to prevent secu-
rity attacks such as a remote attack, devices usually close
most of the ports. Therefore, ports used in the communi-
cation process of the IoT device are basically fixed and
are not change at will. The attack traffic launched by
malicious attackers usually uses diverse ports. Table II
shows examples of IP and port information for eight
IoT devices. It can be seen that the IP address used in
the communication of the IoT device is usually within
a certain range, and the ports are fixed.

4) Protocol: Because the IoT device service is relatively
simple, protocols used in communication are rela-
tively fixed. For example, it updates and downloads
the firmware via HTTP; uses NTP to implement time
synchronization and uses DNS to query server domain
name. DNS is one of the most popular protocols for IoT
devices. To distinguish different functions, the device
communicates with servers using a different domain
name that is resolved through DNS. The device per-
forms DNS resolution only on a limited number of
domain names (mainly vendor or server domain names).
Malicious attackers can resolve any domain name arbi-
trarily, and there may be more than 300 domain names
queried in a few hours. Table III shows the information
of domain names used in the communication of six

TABLE III
DOMAIN INFORMATION OF DEVICES

devices. It can be seen that the number of domain names
used by these IoT devices is very limited. In addition,
devices use HTTP to update firmware and time synchro-
nization. An HTTP request mainly includes requested
methods, such as GET/HEAD/POST and requested
URL, which is definite for completing a specific service.

3) Hidden Features: In addition to the above basic features,
we have found that the network traffic of IoT devices has the
following hidden features.

1) Time Interval of Packets: In order to complete specific
services, IoT devices need to send packets within a
fixed-time interval. For example, Yi Camera uses UDP
protocol to maintain the heartbeat connection with the
cloud server at a time interval of 25 s. Amazon Echo,
Samsung SmartThings, and Belkin Wemo motion sen-
sors send DNS requests every 5, 10, and 30 min [33] to
query DNS with a fixed frequency. SmartThings, LiFX
bulb, and Amazon Echo send NTP requests every 600,
300, and 50 s for time synchronization. However, mali-
cious attackers usually send packets with a shorter and
unstable time interval.

2) Number of Packets: IoT devices have requirements for
traffic stability, and there is a limitation on the surged
traffic of normal devices. But for attack traffic such as
DDoS, the attackers hope to spend the minimum cost
and establish as many network connections as possible
in the shortest time to achieve the purpose of exhausting
target server resources quickly. Hence, the number of
packets over a period of time increases sharply compared
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Fig. 8. Number of packets sent in 10 s.

TABLE IV
PACKET CHARACTERISTICS USED BY PACKET SEQUENCE

with normal traffic. Fig. 8 shows the number of packets
sent within 10 s of IoT devices, such as Smart Hub
and Yi Camera. It can be clearly seen that among the
five IoT devices, Yi Camera sends the largest number
of packets within 10 s. However, in order to achieve the
maximum attack effect in Mirai DDoS, the number of
packets sent by Yi Camera and other devices in 10 s is
as high as 20 000.

3) Packets Sequence: Packets of IoT devices generally fol-
low certain sequence characteristics. For example, TCP
flags should be SYN, SYN+ACK, ACK, PUSH, and
FIN. However, the attack traffic does not follow the
above sequence. SYN Flood only sends a large num-
ber of SYN packets to exhaust target server resources.
In order to extract the feature of packets sequence, the
device communication packets captured on the router
are grouped into pkt1, pkt2, . . . Then, we extract packet
header information, including direction, port, protocol,
packet size, connection flag, and time from the packets.
According to this information, each packet pkti is rep-
resented by a symbol as si that represents a seven-tuple
(c1, c2, c3, c4, c5, c6, c7), as detailed in Table IV. Then,
we calculate the probability pi of each packet symbol si

under the given sequence of k preceding symbols si−k,
si−k+1, . . . , si−1

pi = P(si|<si−k, si−k+1, . . . , si−1>).

Here, gated recurrent unit (GRU) [34] is used to estimate
the probability of the next packet based on k previous
packets symbols by inputting a pretrained model. GRU
is a new type of RNN that provides similar accuracy to

other RNN with a lower computational cost. By ana-
lyzing normal packet probability, we set a detection
threshold β. If pi < β, it is expressed as attack traffic
and identified as malicious communication behavior of
the device. In addition, when reading packets, it is nec-
essary to record the number of packets sent by the device
per minute and time interval of packets, then write them
into the DUR file. Thereby, the communication behavior
rule will be automatically extracted.

VII. MALICIOUS BEHAVIOR DETECTION

A. Monitoring IoT Device Behaviors

As we know, the Samsung SmartThings platform is a closed
source, and we can only write SmartApp and Device Handler
through IDE provided by SmartThings or use SmartThings
API to obtain and configure basic information. The commu-
nication packets of devices are encrypted using sophisticated
encryption algorithms and are extremely difficult to capture
device behaviors through password cracking. Therefore, we
monitor interactive behavior through SmartThings API and
obtain communication behaviors by analyzing packets’ header
information in the router.

1) Monitoring Device Interactive Behaviors: The device
information about location, device, Apps, and installedApps
can be obtained through the SmartThings API. All the
SmartThings resources are protected by OAuth2 bearer tokens
and need to specify the scope of OAuth2 to grant user’s
permission. We get the states of devices in real time by
using SmartThings API, then call the observable class of
java.util toolkit and observer device interfaces to monitor
device behaviors.

2) Monitoring Device Communication Behaviors: For the
communication behavior of devices, we obtain real-time
behavior of devices in real time by monitoring and analyz-
ing the communication packets between devices and cloud
servers in the router. The analysis process includes basic and
hidden communication features about the device proposed in
Section VI, such as destination IP address, port, and packets
sequence. Then, communication behavior rules are generated
automatically and written to device DUR file as a white list
of communication behaviors.

We capture and analyze packets by calling pcap4j [52],
which is a Java library for capturing, making, and sending
packets. Pcap4j supports multiple protocol types and can add
new protocol support without modifying the contents of the
library itself. All of its built-in packet classes are serializable
and thread safe. It can also dump and read files in the PCAP
format.

B. Detection Engine

Rule detection engine detects whether the real-time behav-
iors of a device are consistent with the rules in DUR file,
and then performs the corresponding operation, such as alert
and logging. The detection engine of IoT-Praetor is based on
Drools. Drools is an open-source rules engine written in Java.
Drools is implemented based on the RETE pattern matching
algorithm [35]. Its rule files are suffixed with “.drl” and are
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Fig. 9. Basic elements of Drools rules.

Fig. 10. Architecture of Drools-based detection engine.

written in the native language. The basic elements of each rule
are shown in Fig. 9.

Each rule needs to use “name” as a unique identifier, which
mainly includes three parts. Attributes are optional lists that
may affect rules such as priority. The left-hand side (LHS)
refers to a specific set of conditions, which can be composed
of zero or more conditions. When LHS is empty, the system
will return “true” for it. Multiple or different LHSs can be con-
nected with “and” or “or.” The right-hand side (RHS) refers
to an operation that needs to be specified when all the condi-
tions of LHS are met. It should be atomic and does not contain
conditional code.

Fig. 10 shows the architecture of our detection engine.
In Sections VI-A and VI-B, by analyzing device interactive
behavior and communication behavior, DUD-based DURs are
generated for the current devices of the system. We convert
DUR into Drools standard rule and monitor real behaviors
as input to our detection engine. Once a suspicious behavior
is detected, the corresponding actions are performed, such as
alarming or logging.

VIII. IMPLEMENTATION AND EVALUATION

A. Implementation

Our system is implemented based on Samsung SmartThings,
which includes Smart Hub, SmartThings Motion Sensor,
SmartThings Outlet, Philips Hue Light Suite, Arlo HD Smart
Wireless Camera Kit, Yi 720P Camera and a Woshida Camer,
and mobile phone with SmartThings Mobile App. All the
devices are connected to the network through a Xiaomi
wireless router (installing OpenWrt system), and the device
IP address is assigned by DHCP in the network range of
192.168.1.0/24. The network configuration of the device is
shown in Table V.

We evaluate the performance of our system using a phys-
ical machine with an Intel i7-6700 processor, 8-GB memory,
and a 500-GB hard disk. The machine runs Ubuntu 14.04. We
use Drools 6.3 development environment that is installed under

TABLE V
HARDWARE DEVICE CONFIGURATION

TABLE VI
ACCURACY OF INTERACTION RULE EXTRACTION

MyEclipse10. NLP tools, Word2Vec, and neural network algo-
rithm GRU used in the system are selected to install the
corresponding libraries AllenNLP, gensim, and keras under
Python 3.6.7.

B. Evaluation

IoT-Praetor is an undesired behavior detection system for
IoT devices. It can work in a household setting or an enterprise
setting. When we evaluate the performance of IoT-Praetor,
we can deploy it in a smart home environment based on
Samsung’s SmartThings platform.

1) Effectiveness of Rule Extraction: The device rule extrac-
tion testing is divided into three parts: 1) SmartApp rules
extraction; 2) IFTTT rules extraction; and 3) communication
rules extraction.

1) SmartApp Rules Extraction: In order to evaluate the
effectiveness of the SmartApp rules extraction method
proposed in this article, we selected 50 SmartApps from
SmartThings Public GitHub repository [36] for testing.
Because hardware devices in this lab environment are
limited, we created a virtual device corresponding to
SmartApp using Device Handler in SmartThings Public
GitHub repository. In 50 open-source SmartApps, we
can correctly extract 45 (90%). Three of them cannot
correctly be extracted because the description field is
not detailed enough, there is no way to extract the capa-
bility involved in device correctly. The remaining two
are Word2Vec errors in the judgment of similar words.

2) IFTTT Rules Extraction: Extracting IFTTT Applet needs
to load them into the system. Otherwise, the list of
devices involved in Applets cannot be obtained correctly.
Some of the Applets about SmartThings are only related
to one capability of the device, which does not involve
interactive behaviors. Hence, we select 30 Applets
related to our lab environment on IFTTT, then analyze
and automatically extract the device interactive behav-
iors, and successfully extract all 30 IFTTT Applets.
Table VI shows the accuracy of device interactive rule
extraction.

3) Communication Rules Extraction: In order to test the
effectiveness of communication rules extraction by ana-
lyzing device communication traffic, we test PCAP files
generated by eight IoT devices and extracted the traffic
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TABLE VII
COMMUNICATION RULE

TABLE VIII
TESTING OF INTERACTION RULES

rules. Other data come from device data set provided
by Sivanathan et al. [32]. Table VII shows commu-
nication rules information generated by each device,
including the number of basic feature rules and three
hidden feature rules.

2) Interactive Behavior Detection: Fernandes et al. [25]
summarized several security vulnerabilities in the design of
the capability model and the event system of SmartThings,
which may cause SmartApps to perform malicious behaviors
resulting in security issues in the IoT system. It includes the
following two aspects.

1) Over-Privileged Accesses: SmartThings have a coarse-
grained capability model for SmartApps. A SmartApp
that only needs an attribute or command can access the
entire capability so that the SmartApp that is authorized
to access the capability of a device can access all capa-
bility of this device. Therefore, a malicious SmartApp
only requires access to some of the permissions, and it
is also possible to access and control the entire device.

2) Event Spoofing: Each device connected to a hub is
assigned a 128-b device identifier. Once a SmartApp
obtains the identifier, it can spoof all events of the
device without accessing any capability and pass it to
all SmartApps who subscribe to related capability.

There is no public malware data set about SmartApp on
the SmartThings. In order to test interactive rules and exclude
SmartApps with inaccurate description, we customized 20
SmartApps, including five SmartApps with over-privileged
accesses, five SmartApps with event spoof, and ten normal
SmartApps. We used ten misbehaving IFTTT Applets. The
interactive behavior test results are shown in Table VIII.

During the testing, we manually triggered each malicious
SmartApp 20 times, in which the detection rate is represented
the number of malicious behaviors/total malicious behavior.
The result of over-privileged accesses is 96%. For example,
SmartApp named “Smart Light” who has excessive privileged
behavior for accessing off() command can be successfully
detected. The detection rate of the event spoof is 93%. The
false-positive rate of interactive behavior detection is 1.6%.
The main factor affecting the detection rate is a time off-
set existing during monitoring device behaviors, which leads

Fig. 11. Simulated lab environment.

to imprecisely detect the triggering operation relationship
between devices behaviors.

3) Communication Behavior Detection: We verify the func-
tionality of device communication behavior rules by sim-
ulating Mirai Botnet attacks because Mirai is open-source
available and is the basis for other main types of IoT mali-
cious software. Our attack data set was collected from three
devices. The simulated experimental environment is shown in
Fig. 11.

We created the CNC server, Report&Loader server, and
infected bots by creating three virtual machines in VMware.
The IP address of the CNC server is 192.168.1.203. The
administrator sends attack commands to bots by control-
ling the CNC server. The IP of Report&Loader server is
192.168.1.183, which is used to receive the crack result
and download malicious programs to the attack device. The
IPs of Bot devices are 192.168.1.110, 192.168.1.173, and
192.168.1.191, which receive attack commands from the CNC
server and launch DDoS attack. The IP of the behavior detec-
tion system is 192.168.1.243, running our detection system,
analyzing the device traffic, and determining whether device
behavior is legal.

We tested three vulnerable devices by launching a Mirai
attack. As we can see from Section VI-B, the maximum num-
ber of packets sent by IoT devices per 10 s is limited. For
example, the maximum number of packets for Arlo Camera
is 841/10 s. Hence, we set up a w = 1000 packet window.
According to the types of packets, we divide Mirai into four
different stages. Before infection, bots brutely crack infected
devices with username and password dictionary. Once suc-
cessfully cracked, the loader remotely logs in the device and
determines the device environment. After infection, the loader
uses wget, tftp, and echo methods to download the Mirai
malicious program to an infected device. During the scan-
ning phase, the infected device initiates a scanning crack to
find other vulnerable devices in the network. In the DDoS
attack phase, the infected device receives a command from
the CNC server and sends ten different types of attacks to the
target server. This document selects five attack modes: 1) UDP
Flood; 2) SYN Flood; 3) ACK Flood; 4) DNS resolver Flood;
and 5) Http Flood. Table IX shows the results of malicious
communication behavior detection.

Before infection, we repeatedly infected each vulnerable
device 20 times, each time generating about 2000 attack pack-
ets that are mainly Telnet packets. The detection rate was
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TABLE IX
TESTING OF COMMUNICATION RULES

100% because 53 ports were not allowed in the rules file.
After infection, wget was used in this experiment, and each
infection-prone device was repeatedly infected 20 times, each
time generating about 700 attack packets, which are mainly
TCP, Http, and Telnet packets. In the scanning phase, we
set each device to perform scanning for 3 min, generating
more than 100 000 packets per device. During the DDoS attack
phase, each attack lasts for 3 min while each device generates
10 million attack packets.

In the process of communication behavior detection, the
attack detection rate is over 98% and the false positive rate
is zero. These results show that IoT-Praetor does not intro-
duce false alarms. To extract the feature of packets sequence,
IoT-Praetor uses the GRU model to estimate the probability
of the next packet based on k previous packet symbols by
inputting a pretrained model. To determine appropriate values
for the detection threshold and anomaly triggering threshold,
we evaluated the system accuracy using the normal data set
and the attack data set. There are two reasons why a few pack-
ets are not detected correctly: 1) the detection threshold in the
GRU model may have a slight deviation and 2) the automatic
rule extraction module cannot perfectly obtain the normal and
abnormal communication rules of all packets.

C. Performance

To evaluate additional overhead generated by the behavior
detection system, we test the performance from the following
aspects: 1) preprocessing performance includes the time for
automatic extraction and generation of rules and 2) system
running performance.

1) Preprocessing Performance: The preprocessing
performance evaluation includes the rules extraction time for
SmartApps, IFTTT Applets, and communication traffic.

1) SmartApp Rules Extraction: To test the performance
of extracting device interaction behavior rules from
SmartApps, we calculated the time of 50 open-source
SmartApps and tested ten times per SmartApp. Thus,
the average time of SmartApp extraction is 7 s.

2) IFTTT Rules Extraction: In order to test the time of
IFTTT Applets extraction, we also performed ten times
automatic extractions on 30 IFTTT Applets, resulting in
the average time overhead of 363 ms.

3) Communication Behavior Rule Extraction: We capture
device traffic in a trusted environment for 15 min.
During this time, we repeatedly perform various opera-
tions to the devices on mobile apps. Then, the normal
communication traffic of the devices is taken as an input
and a DUD-based device communication behavior rule
is generated. In this process, the time of communication
behavior rule generation is about 2520 ms.

Fig. 12. Time cost of device interaction rule detection.

The time of preprocessing device behavior rules is mainly
to obtain trusted device communication behaviors and cap-
ture the network communication traffic, but the preprocessing
operation of rule generation is a one-time cost and can be com-
pleted in the initial stage of the system. So the performance
overhead is acceptable.

2) System Performance: To evaluate the system run-time
performance, we extracted 30 “trigger–actions” rules from
SmartApps and Applets to generate DURs. Then, our system
detects whether interactive behaviors violate the DUR white
list by monitoring the changes of device states. Because
interactive rules of devices can be deleted, modified, and added
according to the needs of users, the rules may change in quan-
tity over time. Therefore, we tested the behavior detection time
by setting a different number of interactive rules. As shown
in Fig. 12, when the number of rules increases, the system
running time also increases.

We import traffic to the local host through port mirroring in
the router, classify the traffic according to the MAC addresses
of the devices, and start multithread to detect the commu-
nication behavior of different devices. The average time of
detection for each packet is approximately 124 ms. The time
consumption is mainly caused by monitoring and analyzing the
communication packets between devices and cloud servers in
the router, including capturing the real-time packets, extracting
the basic and hidden communication behaviors of devices, and
comparing the real-time communication behaviors of devices
with DUD communication rules. Due to the large number and
complexity of Drools rules, the DUR translation and matching
process introduces a lot of performance overhead. The com-
munication behavior rule is generated based on a large amount
of communication traffic in a trusted environment. Generally,
the rule is basically fixed and will not change excessively with
time.

D. System Security Analysis

DURs include the information of communication behavior
and interactive behavior rules, which is the security baseline
for ensuring device security in our system. Its security is very
important and must ensure that the file cannot be tampered
with. An effective solution is provided in MUD to guarantee
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the security of the rule file, which we can draw on for DUD.
Singing the DUD file by using the CMS message encryption
algorithm (cryptographic message syntax), and stored in the
designated location and transmitted using “application/pkcs7-
signature” content type. In addition, the validity time of the
rule file signature must be set. Once it expires, we need to
resign the file. Before using a DUR file, the system must
retrieve the signed value and verify the signature.

The key to detecting device interactive behavior is whether
the rules contained in the DUR file are correct. In our system,
SmartApps and IFTTT Applets are often signed and accessed
by the administrator through OAuth2 protocol authentication.
In addition, the process of automatic extraction of rules is a
one-time effort and can be completed offline.

The automatic extraction of communication behavior rules
is implemented by capturing device traffic in a clean envi-
ronment where the device connects the network. Meanwhile,
device communication behavior has strong stability. Under
normal circumstances, it will not change too frequently.
Therefore, it is secure that we extracted communication behav-
ior rules at the beginning of the device joining the network.

Once malicious behaviors have been detected, the fol-
lowing actions can be taken. First, the detection engine
can block malicious behaviors in the smart hub. Then, the
violation information can be written to the system log of
the smart hub or sent to device administrator for further
analysis.

IX. DISCUSSION

IoT-Praetor is a DUD-based behavior detection system
for IoT devices. It is designed and implemented based on
Samsung’s SmartThings platform. Although our approaches
can be applied to other IoT platforms, it still needs some
efforts to modify the system design and implementation mod-
ules according to the features of each platform. In the future,
we plan to extend our approaches to support more platforms.

The evaluation results show that IoT-Praetor can effectively
detect malicious behaviors of IoT devices and cause small
performance overhead. However, due to the very high real-
time requirements for IoT devices, the delay time still needs to
be reduced. Therefore, the efficiency of the behavior detection
engine and the performance overhead of the system should be
further improved.

Finally, the extraction of device communication behavior
rules is based on the assumption that device communication
traffic is captured in a clean environment when devices first
join networks at an initial stage. Although the device com-
munication usually does not change too much in an entire
life cycle, the device update sometimes may change the corre-
sponding network communication rules, such as IP addresses
of cloud servers. Hence, how to capture the update and suc-
cessfully reinstall DUR rules when the communication rules
in the DUR need to be updated, should be considered in the
future work.

X. RELATED WORK

In recent years, with the booming of IoT, its security
issue [37]–[40] has become one of the hot topics in academic

and industrial research. Antonakakis et al. [41] analyzed the
principle, propagation model, and attack mode of malicious
code Mirai, which is a kind of DDoS attack on IoT devices.
Cao et al. [42] analyzed the attack mode and attack process of
Mirai in detail. They designed and implanted “white” Mirai
in IoT devices, expelled vulnerable ports occupied by other
malicious Mirai, and maintained heartbeat connection with
manufacturers to achieve a secure Mirai defense system.
Costin et al. [43], [44] performed static and dynamic security
analysis on a large number of IoT firmware and highlighted
several important security challenges in future research.

In addition, there are many works focusing on the secu-
rity of SmartApps. Fernandes et al. [25] used Samsung
SmartThings as an example to conduct an in-depth security
analysis of a smart home platform and discovered secu-
rity issues such as excessive privileges. By exploiting this
vulnerability, pincode of door lock can be leaked through
malicious monitoring battery SmartApp, causing serious secu-
rity hazards. Then, Fernandes et al. continued to propose
FlowFence [18], by using the information flow tracking
technology in IoT, users who obtain rights can use data
safely and legally. SmartAuth [17] proposes a user-centric,
semantic-based intelligent authorization system. It collects
security-related information from IoT App descriptions, code
and comments automatically, and generate user authorization
interfaces to enhance the generation of existing platform secu-
rity policies. IoTMon [45] discovers the possible physical
interactions across IoT applications and assesses the safety risk
of each discovered interapp interaction. IoTGuard [46] collects
an app’s information at runtime using a code instrumenter that
adds extra logic to the app’s source code and checks behavior
violations by comparing it with predefined policies. However,
the policies in IoTGuard are defined and labeled manually. In
addition, IoTGuard only considers the behaviors of apps and
does not consider the communication behavior of IoT devices.
HoMonit [16] monitors SmartApps from encrypted wireless
traffic by comparing the SmartApps activities inferred from
the encrypted traffic with their expected behaviors dictated in
their source code or UI interfaces. However, Homonit needs
the specific hardware-based wireless sniffers to monitor the
encrypted wireless traffic so as to infer the state transition of
IoT device behaviors.

Comparing the previous work, our work proposes a
new DUD model for building IoT device behavior secu-
rity specifications, which comprehensively considers the
device interactive behaviors and communication behaviors.
Furthermore, we present the behavior extraction method for
SmartApps, IFTTT applets, and communication traffic. In
addition, we design and implement a behavioral monitoring
system based on Drools and a detection engine.

XI. CONCLUSION

In this article, we proposed IoT-Praetor, a DUD-based
behavior detection system for IoT devices. Aiming to spec-
ify the fine-grained behaviors of the whole system over
the entire lifecycle for IoT devices, we presented a new
DUD model, which can define the interaction behavior rules
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and communication behavior rules of devices. Moreover, we
proposed automatic extraction approaches based on crawl-
ing and NLP to automatically extract and generate DURs as
a white list. By monitoring device behaviors in real time,
we designed a device behavior detection engine based on
Drools. Finally, we implemented and evaluated our system
on the Samsung SmartThings platform. Our evaluation results
showed that IoT-Praetor can effectively detect the malicious
behaviors of IoT devices and cause small performance over-
head.
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